数据库配置**[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/" \l "database-setup" \o "永久链接至标题)**

现在，打开 **mysite/settings.py** 。这是个包含了 Django 项目设置的 Python 模块。

通常，这个配置文件使用 SQLite 作为默认数据库。如果你不熟悉数据库，或者只是想尝试下 Django，这是最简单的选择。Python 内置 SQLite，所以你无需安装额外东西来使用它。当你开始一个真正的项目时，你可能更倾向使用一个更具扩展性的数据库，例如 PostgreSQL，避免中途切换数据库这个令人头疼的问题。

如果你想使用其他数据库，你需要安装合适的 [database bindings](https://docs.djangoproject.com/zh-hans/2.1/topics/install/#database-installation) ，然后改变设置文件中 **[DATABASES](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/" \l "std:setting-DATABASES)'default'** 项目中的一些键值：

* [**ENGINE**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-DATABASE-ENGINE) -- 可选值有 **'django.db.backends.sqlite3'**，**'django.db.backends.postgresql'**，**'django.db.backends.mysql'**，或 **'django.db.backends.oracle'**。其它 [可用后端](https://docs.djangoproject.com/zh-hans/2.1/ref/databases/#third-party-notes)。
* [**NAME**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-NAME) - 数据库的名称。如果使用的是 SQLite，数据库将是你电脑上的一个文件，在这种情况下， [**NAME**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-NAME) 应该是此文件的绝对路径，包括文件名。默认值 **os.path.join(BASE\_DIR,'db.sqlite3')** 将会把数据库文件储存在项目的根目录。

如果你不使用 SQLite，则必须添加一些额外设置，比如 [**USER**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-USER) 、 [**PASSWORD**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-PASSWORD) 、 [**HOST**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-HOST) 等等。想了解更多数据库设置方面的内容，请看文档：[**DATABASES**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-DATABASES) 。

**SQLite 以外的其它数据库**

如果你使用了 SQLite 以外的数据库，请确认在使用前已经创建了数据库。你可以通过在你的数据库交互式命令行中使用 "**CREATE DATABASE database\_name;**" 命令来完成这件事。

另外，还要确保该数据库用户中提供 **mysite/settings.py** 具有 "create database" 权限。这使得自动创建的 [test database](https://docs.djangoproject.com/zh-hans/2.1/topics/testing/overview/#the-test-database) 能被以后的教程使用。

如果你使用 SQLite，那么你不需要在使用前做任何事——数据库会在需要的时候自动创建。

编辑 **mysite/settings.py** 文件前，先设置 [**TIME\_ZONE**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-TIME_ZONE) 为你自己时区。

此外，关注一下文件头部的 [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS) 设置项。这里包括了会在你项目中启用的所有 Django 应用。应用能在多个项目中使用，你也可以打包并且发布应用，让别人使用它们。

通常， [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS) 默认包括了以下 Django 的自带应用：

* [**django.contrib.admin**](https://docs.djangoproject.com/zh-hans/2.1/ref/contrib/admin/#module-django.contrib.admin) -- 管理员站点， 你很快就会使用它。
* [**django.contrib.auth**](https://docs.djangoproject.com/zh-hans/2.1/topics/auth/#module-django.contrib.auth) -- 认证授权系统。
* [**django.contrib.contenttypes**](https://docs.djangoproject.com/zh-hans/2.1/ref/contrib/contenttypes/#module-django.contrib.contenttypes) -- 内容类型框架。
* [**django.contrib.sessions**](https://docs.djangoproject.com/zh-hans/2.1/topics/http/sessions/#module-django.contrib.sessions) -- 会话框架。
* [**django.contrib.messages**](https://docs.djangoproject.com/zh-hans/2.1/ref/contrib/messages/#module-django.contrib.messages) -- 消息框架。
* [**django.contrib.staticfiles**](https://docs.djangoproject.com/zh-hans/2.1/ref/contrib/staticfiles/#module-django.contrib.staticfiles) -- 管理静态文件的框架。

这些应用被默认启用是为了给常规项目提供方便。

默认开启的某些应用需要至少一个数据表，所以，在使用他们之前需要在数据库中创建一些表。请执行以下命令：

/ 

**$** python manage.py migrate

这个 [**migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate) 命令检查 [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS) 设置，为其中的每个应用创建需要的数据表，至于具体会创建什么，这取决于你的 **mysite/settings.py** 设置文件和每个应用的数据库迁移文件（我们稍后会介绍这个）。这个命令所执行的每个迁移操作都会在终端中显示出来。如果你感兴趣的话，运行你数据库的命令行工具，并输入 **\dt** (PostgreSQL)， **SHOW TABLES;** (MySQL)， **.schema** (SQLite)或者 **SELECTTABLE\_NAME FROM USER\_TABLES;** (Oracle) 来看看 Django 到底创建了哪些表。

**写给极简主义者**

就像之前说的，为了方便大多数项目，我们默认激活了一些应用，但并不是每个人都需要它们。如果你不需要某个或某些应用，你可以在运行 [**migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate) 前毫无顾虑地从 [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS) 里注释或者删除掉它们。 [**migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate) 命令只会为在 [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS)里声明了的应用进行数据库迁移。

## 创建模型[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#creating-models)

在 Django 里写一个数据库驱动的 Web 应用的第一步是定义模型 - 也就是数据库结构设计和附加的其它元数据。

**设计哲学**

模型是真实数据的简单明确的描述。它包含了储存的数据所必要的字段和行为。Django 遵循 [DRY Principle](https://docs.djangoproject.com/zh-hans/2.1/misc/design-philosophies/#dry) 。它的目标是你只需要定义数据模型，然后其它的杂七杂八代码你都不用关心，它们会自动从模型生成。

来介绍一下迁移 - 举个例子，不像 Ruby On Rails，Django 的迁移代码是由你的模型文件自动生成的，它本质上只是个历史记录，Django 可以用它来进行数据库的滚动更新，通过这种方式使其能够和当前的模型匹配。

在这个简单的投票应用中，需要创建两个模型：问题 **Question** 和选项 **Choice**。**Question** 模型包括问题描述和发布时间。**Choice** 模型有两个字段，选项描述和当前得票数。每个选项属于一个问题。

这些概念可以通过一个简单的 Python 类来描述。按照下面的例子来编辑 **polls/models.py** 文件：

polls/models.py**[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/" \l "id2" \o "永久链接至代码)**

**from** **django.db** **import** models

**class** **Question**(models.Model):

question\_text = models.CharField(max\_length=200)

pub\_date = models.DateTimeField('date published')

**class** **Choice**(models.Model):

question = models.ForeignKey(Question, on\_delete=models.CASCADE)

choice\_text = models.CharField(max\_length=200)

votes = models.IntegerField(default=0)

代码非常直白。每个模型被表示为 **[django.db.models.Model](https://docs.djangoproject.com/zh-hans/2.1/ref/models/instances/" \l "django.db.models.Model" \o "django.db.models.Model)** 类的子类。每个模型有一些类变量，它们都表示模型里的一个数据库字段。

每个字段都是 [**Field**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/#django.db.models.Field) 类的实例 - 比如，字符字段被表示为 **[CharField](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.CharField" \o "django.db.models.CharField)** ，日期时间字段被表示为 **[DateTimeField](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.DateTimeField" \o "django.db.models.DateTimeField)** 。这将告诉 Django 每个字段要处理的数据类型。

每个 [**Field**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/#django.db.models.Field) 类实例变量的名字（例如 **question\_text** 或 **pub\_date** ）也是字段名，所以最好使用对机器友好的格式。你将会在 Python 代码里使用它们，而数据库会将它们作为列名。

你可以使用可选的选项来为 [**Field**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/#django.db.models.Field) 定义一个人类可读的名字。这个功能在很多 Django 内部组成部分中都被使用了，而且作为文档的一部分。如果某个字段没有提供此名称，Django 将会使用对机器友好的名称，也就是变量名。在上面的例子中，我们只为 **Question.pub\_date** 定义了对人类友好的名字。对于模型内的其它字段，它们的机器友好名也会被作为人类友好名使用。

定义某些 [**Field**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/#django.db.models.Field) 类实例需要参数。例如 **[CharField](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.CharField" \o "django.db.models.CharField)** 需要一个 **[max\_length](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.CharField.max_length" \o "django.db.models.CharField.max_length)** 参数。这个参数的用处不止于用来定义数据库结构，也用于验证数据，我们稍后将会看到这方面的内容。

[**Field**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/#django.db.models.Field) 也能够接收多个可选参数；在上面的例子中：我们将 **votes** 的 [**default**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/#django.db.models.Field.default) 也就是默认值，设为0。

注意在最后，我们使用 **[ForeignKey](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.ForeignKey" \o "django.db.models.ForeignKey)** 定义了一个关系。这将告诉 Django，每个 **Choice** 对象都关联到一个 **Question** 对象。Django 支持所有常用的数据库关系：多对一、多对多和一对一。

激活模型[**¶**](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#activating-models)

上面的一小段用于创建模型的代码给了 Django 很多信息，通过这些信息，Django 可以：

* 为这个应用创建数据库 schema（生成 **CREATE TABLE** 语句）。
* 创建可以与 **Question** 和 **Choice** 对象进行交互的 Python 数据库 API。

但是首先得把 **polls** 应用安装到我们的项目里。

**设计哲学**

Django 应用是“可插拔”的。你可以在多个项目中使用同一个应用。除此之外，你还可以发布自己的应用，因为它们并不会被绑定到当前安装的 Django 上。

为了在我们的工程中包含这个应用，我们需要在配置类 [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS) 中添加设置。因为 **PollsConfig** 类写在文件 **polls/apps.py** 中，所以它的点式路径是 **'polls.apps.PollsConfig'**。在文件 **mysite/settings.py** 中 [**INSTALLED\_APPS**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-INSTALLED_APPS) 子项添加点式路径后，它看起来像这样：

mysite/settings.py**[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/" \l "id3" \o "永久链接至代码)**

INSTALLED\_APPS = [

'polls.apps.PollsConfig',

'django.contrib.admin',

'django.contrib.auth',

'django.contrib.contenttypes',

'django.contrib.sessions',

'django.contrib.messages',

'django.contrib.staticfiles',

]

现在你的 Django 项目会包含 **polls** 应用。接着运行下面的命令：

/ 

**$** python manage.py makemigrations polls

你将会看到类似于下面这样的输出：

Migrations for 'polls':

polls/migrations/0001\_initial.py:

- Create model Choice

- Create model Question

- Add field question to choice

通过运行 **makemigrations** 命令，Django 会检测你对模型文件的修改（在这种情况下，你已经取得了新的），并且把修改的部分储存为一次 *迁移*。

迁移是 Django 对于模型定义（也就是你的数据库结构）的变化的储存形式 - 没那么玄乎，它们其实也只是一些你磁盘上的文件。如果你想的话，你可以阅读一下你模型的迁移数据，它被储存在 **polls/migrations/0001\_initial.py** 里。别担心，你不需要每次都阅读迁移文件，但是它们被设计成人类可读的形式，这是为了便于你手动修改它们。

Django 有一个自动执行数据库迁移并同步管理你的数据库结构的命令 - 这个命令是 [**migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate)，我们马上就会接触它 - 但是首先，让我们看看迁移命令会执行哪些 SQL 语句。**[sqlmigrate](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/" \l "django-admin-sqlmigrate)** 命令接收一个迁移的名称，然后返回对应的 SQL：

/ 

**$** python manage.py sqlmigrate polls 0001

你将会看到类似下面这样的输出（我把输出重组成了人类可读的格式）：

**BEGIN**;

*--*

*-- Create model Choice*

*--*

**CREATE** **TABLE** "polls\_choice" (

"id" serial **NOT** **NULL** **PRIMARY** **KEY**,

"choice\_text" varchar(200) **NOT** **NULL**,

"votes" integer **NOT** **NULL**

);

*--*

*-- Create model Question*

*--*

**CREATE** **TABLE** "polls\_question" (

"id" serial **NOT** **NULL** **PRIMARY** **KEY**,

"question\_text" varchar(200) **NOT** **NULL**,

"pub\_date" **timestamp** **with** time **zone** **NOT** **NULL**

);

*--*

*-- Add field question to choice*

*--*

**ALTER** **TABLE** "polls\_choice" **ADD** **COLUMN** "question\_id" integer **NOT** **NULL**;

**ALTER** **TABLE** "polls\_choice" **ALTER** **COLUMN** "question\_id" **DROP** **DEFAULT**;

**CREATE** **INDEX** "polls\_choice\_7aa0f6ee" **ON** "polls\_choice" ("question\_id");

**ALTER** **TABLE** "polls\_choice"

**ADD** **CONSTRAINT** "polls\_choice\_question\_id\_246c99a640fbbd72\_fk\_polls\_question\_id"

**FOREIGN** **KEY** ("question\_id")

**REFERENCES** "polls\_question" ("id")

**DEFERRABLE** **INITIALLY** **DEFERRED**;

**COMMIT**;

请注意以下几点：

* 输出的内容和你使用的数据库有关，上面的输出示例使用的是 PostgreSQL。
* 数据库的表名是由应用名(**polls**)和模型名的小写形式( **question** 和 **choice**)连接而来。（如果需要，你可以自定义此行为。）
* 主键(IDs)会被自动创建。(当然，你也可以自定义。)
* 默认的，Django 会在外键字段名后追加字符串 **"\_id"** 。（同样，这也可以自定义。）
* 外键关系由 **FOREIGN KEY** 生成。你不用关心 **DEFERRABLE** 部分，它只是告诉 PostgreSQL，请在事务全都执行完之后再创建外键关系。
* 生成的 SQL 语句是为你所用的数据库定制的，所以那些和数据库有关的字段类型，比如 **auto\_increment** (MySQL)、 **serial** (PostgreSQL)和 **integer primary key autoincrement**(SQLite)，Django 会帮你自动处理。那些和引号相关的事情 - 例如，是使用单引号还是双引号 - 也一样会被自动处理。
* 这个 **[sqlmigrate](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/" \l "django-admin-sqlmigrate)** 命令并没有真正在你的数据库中的执行迁移 - 它只是把命令输出到屏幕上，让你看看 Django 认为需要执行哪些 SQL 语句。这在你想看看 Django 到底准备做什么，或者当你是数据库管理员，需要写脚本来批量处理数据库时会很有用。

如果你感兴趣，你也可以试试运行 [**python manage.py check**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-check) ;这个命令帮助你检查项目中的问题，并且在检查过程中不会对数据库进行任何操作。

现在，再次运行 [**migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate) 命令，在数据库里创建新定义的模型的数据表：

/ 

**$** python manage.py migrate

Operations to perform:

Apply all migrations: admin, auth, contenttypes, polls, sessions

Running migrations:

Rendering model states... DONE

Applying polls.0001\_initial... OK

这个 [**migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate) 命令选中所有还没有执行过的迁移（Django 通过在数据库中创建一个特殊的表 **django\_migrations** 来跟踪执行过哪些迁移）并应用在数据库上 - 也就是将你对模型的更改同步到数据库结构上。

迁移是非常强大的功能，它能让你在开发过程中持续的改变数据库结构而不需要重新删除和创建表 - 它专注于使数据库平滑升级而不会丢失数据。我们会在后面的教程中更加深入的学习这部分内容，现在，你只需要记住，改变模型需要这三步：

* 编辑 **models.py** 文件，改变模型。
* 运行 [**python manage.py makemigrations**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-makemigrations) 为模型的改变生成迁移文件。
* 运行 [**python manage.py migrate**](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/#django-admin-migrate) 来应用数据库迁移。

数据库迁移被分解成生成和应用两个命令是为了让你能够在代码控制系统上提交迁移数据并使其能在多个应用里使用；这不仅仅会让开发更加简单，也给别的开发者和生产环境中的使用带来方便。

通过阅读文档 [Django 后台文档](https://docs.djangoproject.com/zh-hans/2.1/ref/django-admin/) ，你可以获得关于 **manage.py** 工具的更多信息。

## 初试 API[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#playing-with-the-api) 灰色部分练习出错，暂时放一下2018/10/12

现在让我们进入交互式 Python 命令行，尝试一下 Django 为你创建的各种 API。通过以下命令打开 Python 命令行：

/ 

**$** python manage.py shell

我们使用这个命令而不是简单的使用 "Python" 是因为 **manage.py** 会设置 **DJANGO\_SETTINGS\_MODULE**环境变量，这个变量会让 Django 根据 **mysite/settings.py** 文件来设置 Python 包的导入路径。

当你成功进入命令行后，来试试 [database API](https://docs.djangoproject.com/zh-hans/2.1/topics/db/queries/) 吧:

**>>> from** **polls.models** **import** Choice, Question *# Import the model classes we just wrote.*

# No questions are in the system yet.

**>>>** Question.objects.all()

<QuerySet []>

# Create a new Question.

# Support for time zones is enabled in the default settings file, so

# Django expects a datetime with tzinfo for pub\_date. Use timezone.now()

# instead of datetime.datetime.now() and it will do the right thing.

**>>> from** **django.utils** **import** timezone

**>>>** q = Question(question\_text="What's new?", pub\_date=timezone.now())

# Save the object into the database. You have to call save() explicitly.

**>>>** q.save()

# Now it has an ID.

**>>>** q.id

1

# Access model field values via Python attributes.

**>>>** q.question\_text

"What's new?"

**>>>** q.pub\_date

datetime.datetime(2012, 2, 26, 13, 0, 0, 775217, tzinfo=<UTC>)

# Change values by changing the attributes, then calling save().

**>>>** q.question\_text = "What's up?"

**>>>** q.save()

# objects.all() displays all the questions in the database.

**>>>** Question.objects.all()

<QuerySet [<Question: Question object (1)>]>

等等。**<Question: Question object (1)>** 对于我们了解这个对象的细节没什么帮助。让我们通过编辑 **Question** 模型的代码（位于 **polls/models.py** 中）来修复这个问题。给 **Question** 和 **Choice**增加 [**\_\_str\_\_()**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/instances/#django.db.models.Model.__str__) 方法。

polls/models.py**[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/" \l "id4" \o "永久链接至代码)**

**from** **django.db** **import** models

**class** **Question**(models.Model):

*# ...*

**def** \_\_str\_\_(self):

**return** self.question\_text

**class** **Choice**(models.Model):

*# ...*

**def** \_\_str\_\_(self):

**return** self.choice\_text

给模型增加 [**\_\_str\_\_()**](https://docs.djangoproject.com/zh-hans/2.1/ref/models/instances/#django.db.models.Model.__str__) 方法是很重要的，这不仅仅能给你在命令行里使用带来方便，Django 自动生成的 admin 里也使用这个方法来表示对象。

注意：这些都是常规的 Python方法。让我们添加一个自定义的方法，这只是为了演示：

polls/models.py**[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/" \l "id5" \o "永久链接至代码)**

**import** **datetime**

**from** **django.db** **import** models

**from** **django.utils** **import** timezone

**class** **Question**(models.Model):

*# ...*

**def** was\_published\_recently(self):

**return** self.pub\_date >= timezone.now() - datetime.timedelta(days=1)

新加入的 **import datetime** 和 **from django.utils import timezone** 分别导入了 Python 的标准 **[datetime](https://docs.python.org/3/library/datetime.html" \l "module-datetime" \o "(在 Python v3.7))** 模块和 Django 中和时区相关的 **[django.utils.timezone](https://docs.djangoproject.com/zh-hans/2.1/ref/utils/" \l "module-django.utils.timezone" \o "django.utils.timezone: Timezone support.)** 工具模块。如果你不太熟悉 Python 中的时区处理，看看 [时区支持文档](https://docs.djangoproject.com/zh-hans/2.1/topics/i18n/timezones/) 吧。

保存文件然后通过 **python manage.py shell** 命令再次打开 Python 交互式命令行：

**>>> from** **polls.models** **import** Choice, Question

# Make sure our \_\_str\_\_() addition worked.

**>>>** Question.objects.all()

<QuerySet [<Question: What's up?>]>

# Django provides a rich database lookup API that's entirely driven by

# keyword arguments.

**>>>** Question.objects.filter(id=1)

<QuerySet [<Question: What's up?>]>

**>>>** Question.objects.filter(question\_text\_\_startswith='What')

<QuerySet [<Question: What's up?>]>

# Get the question that was published this year.

**>>> from** **django.utils** **import** timezone

**>>>** current\_year = timezone.now().year

**>>>** Question.objects.get(pub\_date\_\_year=current\_year)

<Question: What's up?>

# Request an ID that doesn't exist, this will raise an exception.

**>>>** Question.objects.get(id=2)

Traceback (most recent call last):

...

DoesNotExist: Question matching query does not exist.

# Lookup by a primary key is the most common case, so Django provides a

# shortcut for primary-key exact lookups.

# The following is identical to Question.objects.get(id=1).

**>>>** Question.objects.get(pk=1)

<Question: What's up?>

# Make sure our custom method worked.

**>>>** q = Question.objects.get(pk=1)

**>>>** q.was\_published\_recently()

True

# Give the Question a couple of Choices. The create call constructs a new

# Choice object, does the INSERT statement, adds the choice to the set

# of available choices and returns the new Choice object. Django creates

# a set to hold the "other side" of a ForeignKey relation

# (e.g. a question's choice) which can be accessed via the API.

**>>>** q = Question.objects.get(pk=1)

# Display any choices from the related object set -- none so far.

**>>>** q.choice\_set.all()

<QuerySet []>

# Create three choices.

**>>>** q.choice\_set.create(choice\_text='Not much', votes=0)

<Choice: Not much>

**>>>** q.choice\_set.create(choice\_text='The sky', votes=0)

<Choice: The sky>

**>>>** c = q.choice\_set.create(choice\_text='Just hacking again', votes=0)

# Choice objects have API access to their related Question objects.

**>>>** c.question

<Question: What's up?>

# And vice versa: Question objects get access to Choice objects.

**>>>** q.choice\_set.all()

<QuerySet [<Choice: Not much>, <Choice: The sky>, <Choice: Just hacking again>]>

**>>>** q.choice\_set.count()

3

# The API automatically follows relationships as far as you need.

# Use double underscores to separate relationships.

# This works as many levels deep as you want; there's no limit.

# Find all Choices for any question whose pub\_date is in this year

# (reusing the 'current\_year' variable we created above).

**>>>** Choice.objects.filter(question\_\_pub\_date\_\_year=current\_year)

<QuerySet [<Choice: Not much>, <Choice: The sky>, <Choice: Just hacking again>]>

# Let's delete one of the choices. Use delete() for that.

**>>>** c = q.choice\_set.filter(choice\_text\_\_startswith='Just hacking')

**>>>** c.delete()

阅读 [访问关系对象](https://docs.djangoproject.com/zh-hans/2.1/ref/models/relations/) 文档可以获取关于数据库关系的更多内容。想知道关于双下划线的更多用法，参见 [查找字段](https://docs.djangoproject.com/zh-hans/2.1/topics/db/queries/#field-lookups-intro) 文档。数据库 API 的所有细节可以在 [数据库 API 参考](https://docs.djangoproject.com/zh-hans/2.1/topics/db/queries/) 文档中找到。

### 创建一个管理员账号[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#creating-an-admin-user)

首先，我们得创建一个能登录管理页面的用户。请运行下面的命令：

**$** python manage.py createsuperuser

键入你想要使用的用户名，然后按下回车键：

Username: admin

然后提示你输入想要使用的邮件地址：

Email address: admin@example.com

最后一步是输入密码。你会被要求输入两次密码，第二次的目的是为了确认第一次输入的确实是你想要的密码。

Password: \*\*\*\*\*\*\*\*\*\*

Password (again): \*\*\*\*\*\*\*\*\*

Superuser created successfully.

### 启动开发服务器[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#start-the-development-server)

Django 的管理界面默认就是启用的。让我们启动开发服务器，看看它到底是什么样的。

如果开发服务器未启动，用以下命令启动它：

/ 

**$** python manage.py runserver

现在，打开浏览器，转到你本地域名的 "/admin/" 目录， -- 比如 "<http://127.0.0.1:8000/admin/>" 。你应该会看见管理员登录界面：

![Django admin login screen](data:image/png;base64,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)

因为 [翻译](https://docs.djangoproject.com/zh-hans/2.1/topics/i18n/translation/) 功能默认是开着的，所以登录界面可能会使用你的语言，取决于你浏览器的设置和 Django 是否拥有你语言的翻译。

在实际环境中，为了站点的安全性，我们不能将管理后台的url随便暴露给他人，不能用/admin/这么简单的路径。

打开根url路由文件mysite/urls.py，修改其中admin.site.urls对应的正则表达式，换成你想要的，比如：

from django.contrib import admin  
from django.urls import include, path  
  
urlpatterns = [  
 path(**'polls/'**, include(**'polls.urls'**)),  
 path(**'my/admin/'**, admin.site.urls),  
]

这样，我们必须访问http://127.0.0.1:8000/my/admin/才能进入admin界面。

### 进入管理站点页面[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#enter-the-admin-site)

现在，试着使用你在上一步中创建的超级用户来登录。然后你将会看到 Django 管理页面的索引页：

你将会看到几种可编辑的内容：组和用户。它们是由 **[django.contrib.auth](https://docs.djangoproject.com/zh-hans/2.1/topics/auth/" \l "module-django.contrib.auth" \o "django.contrib.auth: Django's authentication framework.)** 提供的，这是 Django 开发的认证框架。

### 向管理页面中加入投票应用[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#make-the-poll-app-modifiable-in-the-admin)

但是我们的投票应用在哪呢？它没在索引页面里显示。

只需要做一件事：我们得告诉管理页面，问题 **Question** 对象需要被管理。打开 **polls/admin.py** 文件，把它编辑成下面这样：

polls/admin.py**[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/" \l "id6" \o "永久链接至代码)**

**from** **django.contrib** **import** admin

**from** **.models** **import** Question

admin.site.register(Question)

### 体验便捷的管理功能[¶](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial02/#explore-the-free-admin-functionality)

现在我们向管理页面注册了问题 **Question** 类。Django 知道它应该被显示在索引页里：

点击 "Questions" 。现在看到是问题 "Questions" 对象的列表 "change list" 。这个界面会显示所有数据库里的问题 Question 对象，你可以选择一个来修改。这里现在有我们在上一部分中创建的 “What's up?” 问题。

点击 “What's up?” 来编辑这个问题（Question）对象：
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注意事项：

* 这个表单是从问题 **Question** 模型中自动生成的
* 不同的字段类型（日期时间字段 **[DateTimeField](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.DateTimeField" \o "django.db.models.DateTimeField)** 、字符字段 **[CharField](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.CharField" \o "django.db.models.CharField)**）会生成对应的 HTML 输入控件。每个类型的字段都知道它们该如何在管理页面里显示自己。
* 每个日期时间字段 **[DateTimeField](https://docs.djangoproject.com/zh-hans/2.1/ref/models/fields/" \l "django.db.models.DateTimeField" \o "django.db.models.DateTimeField)** 都有 JavaScript 写的快捷按钮。日期有转到今天（Today）的快捷按钮和一个弹出式日历界面。时间有设为现在（Now）的快捷按钮和一个列出常用时间的方便的弹出式列表。

页面的底部提供了几个选项：

* 保存（Save） - 保存改变，然后返回对象列表。
* 保存并继续编辑（Save and continue editing） - 保存改变，然后重新载入当前对象的修改界面。
* 保存并新增（Save and add another） - 保存改变，然后添加一个新的空对象并载入修改界面。
* 删除（Delete） - 显示一个确认删除页面。

如果显示的 “发布日期(Date Published)” 和你在 [教程 1](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial01/) 里创建它们的时间不一致，这意味着你可能没有正确的设置 [**TIME\_ZONE**](https://docs.djangoproject.com/zh-hans/2.1/ref/settings/#std:setting-TIME_ZONE) 。改变设置，然后重新载入页面看看是否显示了正确的值。

通过点击 “今天(Today)” 和 “现在(Now)” 按钮改变 “发布日期(Date Published)”。然后点击 “保存并继续编辑(Save and add another)”按钮。然后点击右上角的 “历史(History)”按钮。你会看到一个列出了所有通过 Django 管理页面对当前对象进行的改变的页面，其中列出了时间戳和进行修改操作的用户名：
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当你熟悉了数据库 API 之后，你就可以开始阅读 [教程第 3 部分](https://docs.djangoproject.com/zh-hans/2.1/intro/tutorial03/) ，下一部分我们将会学习如何为投票应用添加更多视图。